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# API Documentation:

## Notes:

I have used your provided versions of console.c and ctring.c, due to the decreased likelihood of any errors or bugs within them. I have however provided my own versions of these titled 'consoleOld.c' and 'stringOld.c', along with their header files 'consoleOld.h' and 'stringOld.h', which as far as my testing has shown when creating them, are bug free.

## Ring 3 -> Ring 0:

VGA driver functions are exposed to the user through User.h in order for calls to the driver to be made from Ring 3 code. Each user function invokes it's Ring 0 counterpart through the use of a software interrupt, with the parameters first being moved into registers. Once an interrupt has been issued of the correct number (0x81) the handler in vgaapi pushes the parameters, calls the appropriate function and adjusts the stack pointer accordingly so that the parameters are removed from the stack and available to the Ring 0 driver function. I have expanded the parameter count that it is possible to handle to 4 by utilising the register 'ESI', however this is only used by SetColourPalette. It would be possible to expand to 5 by using 'EDI' however I have not had cause to do this with my implemented functionality.

## vga.c

### void SetResolution(int width, int height);

Simply changes the global height and width used by other methods in vga.c for drawing. This allows flexibility of the size of the drawing canvas used. However no functionality is available for VGAmodes not used Chain4Mode.

### void SetColourPalette(uint8\_t red, uint8\_t green, uint8\_t blue, int index);

Allows users to specify a new colour to be added to the palette at the index provided. This works by outputting the index to port 0x3C8 and then values for red, green and blue to port 0x3C9. This is done by making use of the HAL, specifically HAL\_OutputByteToPort.

### void SetLineStyle(int dashLength);

The main logic for line styles resides in the LineTo method. By using modulo 'n' on a counter that is incremented with every loop of LineTo, it is possible to miss setting a pixel every 'nth' pixel, thus allowing the user to set the dot/dash length by changing 'n'. SetLineStyle allows the user to specify the dash length and by adding one to this we have an appropriate value of 'n' to use.

### void ClearScreen();

To clear screen we set the entire block of memory to 0, taking into account the variable width and height of the drawing canvas, using the global \_width and \_height.

### void SetPixel(unsigned int x, unsigned int y, unsigned int colour);

First the value of x and y are checked to ensure they are within the drawing canvas, then the videomemory is accessed using the equation "0xA0000 + screenwidth \* y + x", and the appropriate byte is then set to the colour specified.

When chain mode is disabled we must now select the appropriate plane and then determine the offset. To determine the offset all we must do is divide the original equation by 4 to get the following:

(Width \* y + x) / 4

### bool MoveTo(int x, int y);

My implementation uses the concept of a cursor position, as such a value of '\_currentX' and '\_currentY' are maintained globally. Any call to draw a primitive assumes that the start position is the current values of these variables, and so users must ensure to make a call to MoveTo before making draw calls (except for Draw and Fill Rectangle, as the specification made clear that these methods should allow the user to pass in start x and y values). This method allows the user the ability to update the state of x and y.

### void DrawChar(char c, uint8\_t colour);

A char is drawn to canvas using a header containing a font stored within an array that represents a font bitmap. Due to the lack of file system implemented within the OS, I instead used an already created font array (from http://jared.geek.nz/2014/jan/custom-fonts-for-microcontrollers) and adapted the accompanying logic to work with my own implementation.

### void DrawString(const char\* str, uint8\_t colour);

This method simply uses DrawChar repeatedly to draw a string of text, incrementing the x value by the width of a char in this bitmap, after each.

### bool LineTo(int x, int y, uint8\_t colour);

a generalised version of Bresenham's Line Drawing algorithm is utilised to draw lines of all gradients. A brief explanation of Bresenham's:

- First constants of the line are calculated such as the absolute delta of X and Y, along with the signs of the deltas (these are important for generalising the algorithm, by allowing us to decrement/increment depending on the sign of the delta of the axis).

- As the standard algorithm only works for 0 <= gradient <= 1, we use the "swap" logic to deal with lines with a greater delta Y, by swapping the way we deal with x and y values whenever delta Y is larger than delta X.

- The main drawing loops functions by incrementing for each discrete value of the fastest increasing dimension, then first setting a pixel at the current x and y and then, and then based on the error value, deciding whether to increment the secondary dimension or not. This error values allows us to calculate which pixel appears closest to the line for each discrete value of the fastest increasing dimension.

Also here, is the logic for line styles (an explanation of this can be found under the documentation for SetLineStyle).

### void DrawRectangle(int width, int height, uint8\_t colour);

Lines are drawn clockwise around the perimeter of the rectangle using LineTo. It is expected that the start position of the rectangle is set via MoveTo, however for users using User\_DrawRectangle, the start point are passed in and MoveTo is called by the underlying code in user.c

For rectangles not in a standard orientation, polygon functions should be used instead.

### void FillRectangle(int width, int height, uint8\_t colour);

Lines are drawn for each y value that is occupied by the rectangle, starting at the value of \_currentX and ending at \_crruentX + width for each. Note that line style is set to 0 before drawing and then returned to it's previous value upon completion, this is so that the current line style does not lead to weird fill behaviour due to using LineTo.

For rectangles not in a standard orientation, polygon functions should be used instead.

### void DrawCircle(int radius, uint8\_t colour);

Here I have utilised the midpoint circle algorithm (source: https://en.wikipedia.org/wiki/Midpoint\_circle\_algorithm). Points within the first octant of the circle are enumerated, while also mirroring each point to the other 7 octants. As such 8 pixels are set per iteration of the loop.

### void FillCircle(int radius, uint8\_t colour);

The same method as DrawCircle is used however Lines are draw between each horizontally corresponding "mirror pair" in order to fill in the space between mirrored pixels. This algorithm could be optimised further as the current implementation will lead to the re-drawing of certain pixels within the circle, multiple times.

Again, note that line style is set to zero and then returned to its previous value in order to stop any interference with the fill.

### void DrawPolygon(int \*coordinates, int numberOfVertices, uint8\_t colour);

The vertices of the polygon are to be passed in, in order, and are then looped through, using LineTo to draw lines between each vertex.

### void FillPolygon(int \*coordinates, int numberOfVertices, uint8\_t colour);

An implementation of Scanline is used in order to correctly fill pixels that are within the bounds of the polygon. This implementation was driven by psuedocode from https://hackernoon.com/computer-graphics-scan-line-polygon-fill-algorithm-3cb47283df6.

For each edge of the polygon a bucket is constructed using the following struct:

![C:\Users\Okabi\AppData\Local\Temp\Image.png](data:image/png;base64,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)

In order to set aside memory to use for the edge buckets an array of edge structs is initialised as a global. Along with this is also the function:

edge \* mallocEdge() - returns the next free edge from the \_edges array

I chose this method of providing allocated memory for my structs as the physicalmemorymanager only provides and manages chunks of memory in 4k blocks. At the time of implementation I was unfamiliar with the functionality of physicalmemorymanager and wished to move on to new functionality beyond FillPolygon, as such I did not spend the time to make use of the memory allocation facility. I am not entirely certain of the ramification of my method of acquiring memory, however I believe that the compiler will permenantly set aside the amount of memory required for my arrays even when they are set to zero by ResetPolygonMemory. As such I believe this to be an inefficient method.

We then maintain a list two lists, Edge Table and Active List. Edge table contains all the edges to begin, while Active List maintains all edges that intersect with the current scanline. For each scanline first maintenance of the lists occurs followed by drawing lines between each pair of edges that are intersected. Maintenance of the lists involves first removing any edges from the active list where yMax of the edge is equal to the current scan line, followed by adding any edges to the active list where yMin is equal to the current scan line.

Once all edges have been processed, the memory allocated for the edge buckets is reset to 0 using ResetPolygonMemory. This method also resets the memory allocated for list nodes as they are both used solely by FillPolygon.

### void FloodFill(int startX, int startY, uint8\_t replacementColour);

Floodfill simply works by recursively checking the north, east, south and west pixels and setting them to the specified colour where the pixel is not already equal to that colour, starting at a point given that is within the shape.

With chain mode disabled, flood fill no longer works. Specifically the error seems related to my method of checking the value of a pixel when determining if the bounds of the shape have been reached. I’m unsure of the specific cause of this. However, as I have scanline already implemented and the deadline nears, I have decided to disable the demo of flood fill and sacrifice the functionality.

## edge\_list.c

In this file is functionality for managing a basic linked list implementation. All these methods work with pointers to existing lists using the following struct:

![C:\Users\Okabi\AppData\Local\Temp\Image.png](data:image/png;base64,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)

Like the edge stucts used by FillPolygon, a number of nodes are pre-defined with access to these handled by node \* mallocNode().

### void PrintListY(node \*head);

This function was used for debugging and simply prints out a list of edges by displaying their yMin, yMax and X values. This was useful for checking the contents of the Edge Table.

### void PrintListX(node \*head);

The contents of a list are printed displaying each edges current x value. X is a value that specifies the x intercept for a scanline and is maintained during FillPolygon as the value of scanline increases.

### int GetListSize(node \*head);

This returns the size of a given list by travelling the length of the list and recording the number of nodes.

### node \* GetNodeFromList(node \*head, int index);

This returns the node at the specified index in a list.

### void AddToList(node \*\*head, node \*nodeToAdd);

The given node is added to the end of the list.

### bool RemoveFromList(node \*\*head, edge \*edgeToRemove);

The node containing the given edge is removed from the list. Edge is used instead of node as during FillPolygon it is required to remove an edge from two lists without knowing which node contains a pointer to the edge in both lists.

### void SwapInEdgeList(node \*head, int first, int second);

The edges at the first and second index are swapped within the given list. Note, the nodes themselves are not swapped, just the edges that they point to.

### void SortEdgeListByY(node \*edgeListHead);

The given list is sorted based on the yMin of the edges. This is useful for maintaining the Edge Table in increase yMin order. This is a standard bubble sort implementation.

### void SortEdgeListByX(node \*edgeListHead);

The given list is sorted based on the x value of the edges. This is useful for maintaining the Active List which is required to be in increasing x order to properly identify edge pairs. This is a standard bubble sort implementation.

## Testing:

Testing of many of my utility functions occurred throughout development, often using console mode to print and confirm that the state of relevant values were as expected.

Shape drawing functions were testing by drawing appropriate shapes for each use case that I could imagine. For example FillPolygon was tested for a range of polygons including convex and concave, along with a varying number of vertices.

LineTo was testing in all directions on it’s own as well as during the implementation of drawing calls that built on top of LineTo.